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Objectives Java is a popular programming language for use in computing education, but it is difficult to get
a wide picture of the issues that it presents for novices, and most studies look only at the types or frequency
of errors. In this observational study we aim to learn how novices use different features of the Java language.

Participants Users of the BlueJ development environment have been invited to opt-in to anonymously
record their activity data for the past eight years. This dataset is called Blackbox, which was used as the basis
for this study. BlueJ users are mostly novice programmers, predominantly male, with a median age of 16. Our
data subset featured approximately 225,000 participants from around the world.

Study Methods We performed a secondary data analysis that used data from the Blackbox dataset. We
examined over 320,000 Java projects collected over the course of eight years, and used source code analysis to
investigate the prevalence of various specifically-selected Java programming usage patterns. As this was an
observational study without specific hypotheses, we did not use significance tests; instead we present the
results themselves with commentary, having applied seasonal trend decomposition to the data.

Findings We found many long-term trends in the data over the course of the eight years, most of which were
monotonic. There was a notable reduction in the use of the main method (common in Java but unnecessary in
BlueJ), and a general reduction in the complexity of the projects. We find that there are only a small number of
frequently used types: int, String, double and boolean, but also a wide range of other infrequently used types.

Conclusions We find that programming usage patterns gradually change over a long period of time (a
period where the Java language was not seeing major changes), once seasonal patterns are accounted for. Any
changes are likely driven by instructors and the changing demographics of programming novices. The novices
use a relatively restricted subset of Java, which implies that designers of languages specifically targeted at
novices can satisfy their needs with a smaller set of language constructs and features. We provide detailed
recommendations for the designers of educational programming languages and supporting development tools.

CCS Concepts: • Social and professional topics → Computer science education; • Software and its
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Author’s Note: The Blackbox dataset has been used in several other publications, although we
believe this is the first publication to use this specific subset, a thirty-two slice subset known as
Blackbox Mini. The publication expands on work reported in a previous paper [35] by widening
the analyses and the scope of the dataset.

1 INTRODUCTION
BlueJ is an educational programming tool designed to help beginners learn the core concepts
of object-oriented programming (OOP) [24]. BlueJ has an opinionated design: the design of the
software itself and the supporting materials (particularly the popular “Objects First” textbook [6])
promote the official Java style. For example, BlueJ promotes the idea that all fields should be private
and use accessors and mutators; class names should be capitalised while fields and methods are
not; all classes and methods should have a header comment.

BlueJ was first released in 1999, over 20 years ago. In this time it has grown to be used by over 2
million users a year. The Blackbox data collection system [9] has been built-in to BlueJ since 2013
and allows analysis of anonymised data from all opted-in users; around half of all BlueJ users now
opt in to sending their data to the Blackbox project. Data access is available to researchers, to study
the activity of BlueJ users, including the source code that they write.

We pose three research questions (RQs) about Java programming style as observed in BlueJ users,
given here with a justification of their importance:

• RQ1: How much use is made of various parts of the Java language by programming
novices? This can inform discussions on language levels and language design. For example,
Racket contains explicitly enforced language levels [16], as does Hedy [17], to remove more
advanced concepts from the language itself for beginners. If we were to do the same for Java,
what should be in the lower levels? Or, if we were to create a new language for novices, which
concepts are important to include and what could potentially be left out?

• RQ2: How effective is passively promoting a particular code style in a tool? If everyone
using BlueJ follows the intended style, the promotion would seem to be effective, but if few
people follow the style, it is clear that this promotion was not effective. This will provide useful
lessons for designers of other tools who may want to promote a particular code style or other
practices.

• RQ3: Do these issues of coding style and language usage change over time? Computing
is often thought of as a fast-changing field, but do the teaching practices settle into a stable
pattern, or do they continue to change even for a mature language (Java is now twenty-five years
old)? This will have implications for tool designers, textbook authors and course designers, as to
whether and how they should update their tools/books/courses. We have access to thirty-two data
slices, spaced quarterly over an eight year period from 2013 to 2021, which will let us examine
possible changes over time.

This paper’s contribution is threefold. First, we provide a survey of language use and style in
Java “in the wild”: data logged from home and classroom use worldwide, over an eight-year period
of time. Second, we analyse whether BlueJ’s coding style guidelines are concretely followed, and
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subsequently reflect on whether promoting particular code styles can be effective in a programming
tool and its surrounding ecosystem. Third, we provide guidance to designers of programming
languages and programming tools that are aimed at novices, based on these results for Java and
BlueJ.

1.1 Related work
Significant previous work has been carried out on other aspects of novice programming behaviour
in Java, for example compilation behaviour [21], compiler error messages [7], debugging [1, 8],
or period of activity [10]. Errors have been a particular topic of interest, either compiler error
messages or the more general topic of programming errors [20, 34]. Our interest in this paper is
not in errors, but rather in use of different programming features, as well as coding styles.

There has been some previous work to look at the coding style of novices. Shneiderman [30] used
multiple choice questions and fill-in-the-blank tests to evaluate Fortran programmers’ behaviour,
but in an artificial setting rather than actual programming. There have been experiments on how
style affects comprehension [36], but these used specific examples rather than examining what
students wrote themselves. There has been a large recent body of work looking at coding style and
code smells in block-based languages [18, 26, 33]. Keuning et al. [23] applied a static analyser to
some of the Blackbox dataset, but looked at semantic issues with coding style (e.g. missing default
in switch statements) rather than the more human-oriented aspects (e.g. class naming) that we look
at in this paper. Fehnker and de Man [15] used a similar static analysis approach for the Processing
language. De Ruvo et al. [14] looked at Java coding style issues in submitted solutions to a small set
of specific assignments. Bafatakis et al. [5] used StackOverflow as a dataset to look at style issues
in Python code, although this was among experienced programmers rather than novices.

Roy Choudhury et al. [28] examined the effect of active interventions where tools provide style
guidance based on the code the student wrote; in this study we instead examine the effect of
a passive intervention of altering programming tool design (e.g. templates) and materials (e.g.
textbooks) to encourage a particular coding style in all programs.

There have been previous studies looking at novice behaviour over multiple years. Some of them
focused on particular small cohorts for a long period of time, for example Proctor and Blikstein [27]
looked at 48 students for a period of 3 years. The main source of larger, online longitudinal studies
has been the Scratch website. Scaffidi and Chambers [29] conducted an analysis of a set of 250
Scratch users that extended up to three years to look at their progression in use of language features.
Techapalokul and Tilevich [32] looked at 100 Scratch users longitudinally although the period of
time was not specified. Amanullah and Bell [4] looked at 35,000 users to track the changes in their
programming usage over the course of their projects. All four of these papers were interested in
tracking specific students over time, in contrast to our study which is interested in trends over time
across different sets of novice programmers.

Hill and Monroy-Hernández [19] created a large dataset of Scratch projects over 5 years although
they did not perform any analysis on the dataset themselves. In simultaneous work, Aivaloglou
et al. [3] created a dataset of 250,000 Scratch projects but did not analyse it temporally.

There have been a few large-scale studies on particular programming constructs in block-based
languages. Aivaloglou andHermans [2] looked at their large-scale Scratch dataset for use of different
constructs; subsequently, da Cruz Alves et al. [13] performed a similar analysis on AppInventor
and compared their results to Aivaloglou and Hermans.
Our work in this paper is similar to the last two papers mentioned, in that it looks at language

usage in a large dataset of novices. Our language is Java, which is text-based rather than block-based
like Scratch and AppInventor, and we further analyse the patterns temporally over eight years to
see if the patterns are stable or whether they change over time.
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Some of this work was reported in a previous publication [35] but this work extends that
publication with more analyses and more data – the previous work had only two of the thirty-two
slices presented here, so there is a much larger (16x) amount of data reported here with more
temporal detail, as well as several new analyses.

2 METHOD
2.1 Data selection/sampling
The data used originates from the Blackbox Mini subset of the Blackbox dataset. Blackbox is a
data collection project that collects anonymised interaction data of users of the BlueJ environment.
The project started in 2013 and has been running (with minor interruptions) continuously since
then. On the first invocation of the BlueJ system, each new user is asked whether they opt in to the
anonymised collection of their data, and approximately 42% of users do so [9].
The data collected is detailed at a technical level, but limited in contextual data: The system

collects interactions of users with the environment, such as source code edits, compilation events
(with results and potential error messages), code executions, and use of a number of other tools. It
also includes the full source code of projects, and edit sequences at line-by-line granularity.
The data, does not, however, include personal or demographic data. It also does not give infor-

mation about a user’s context, such as their goals or intentions. The user sample represented by
the data will be strongly biased toward typical BlueJ users (novice programmers in an educational
context, either at late secondary or early tertiary level), and may be biased in unknown ways by
the self-selection of opting in to the data collection.
Since the Blackbox dataset itself is very large, the creators have extracted a subset known as

the ’Blackbox Mini dataset’ for more flexible processing and analysis. This dataset consists of 4
evenly-spaced “slices” of data per year, for the 8 years 2013–2021. The algorithm for generating
each slice is as follows:

• Select a start date: 2013-06-11 was the first one (start of Blackbox), and all the others are
spaced 3 months apart from this date (the latest available at the time of commencing this
study was 2021-03-11).

• In each slice, only users who appear in the data for the first time after the start date of the
slice are included. The first 10,657 new projects (ordered chronologically by creation date)
that appear in the dataset1 created by such users are then selected. Thus each slice has a
totally distinct set of users to the other slices.

The full data from the 32 available Blackbox Mini slices (June 2013 to March 2021 inclusive) were
used for this paper.

The Blackbox Mini database stores sequential snapshots of program code from the full Blackbox
dataset in an XML format produced by the SrcML [12] tool. SrcML parses program code (in this case,
Java code) and outputs an XML document representing the abstract syntax tree of the program,
with tags like <if> and <class>. These source code snapshots can then be processed using any
programming language/library that can parse XML. We chose to use Python for the analysis. Our
analyses, which look solely at the syntax tree (as opposed to, say, the control flow graph or other
transformed representations of the program), are often fairly straightforward to write when using
the SrcML representation. As an example of one of the simpler analyses, Figure 1 shows the Python
code for the analysis looking at the number of Javadoc comments.

1The first slice was generated separately, and used the first million database events in Blackbox, which happened to
correspond to 10,657 projects. The other slices were added later and were matched on the number of projects.
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"""Finds the usage of javadoc comments for every successfully compiled unit in a project's file.

Two arguments are required for this script:

1) The directory in which the project directories are located

2) A CSV file to save the output to"""

import csvhandler

import datetime

import xml.etree.ElementTree as ET

import os

import sys

srcmlpath = os.path.normpath(sys.argv[1])

set_projects = set()

# Loops through projects

for (dirpath, dirnames, filenames) in os.walk(srcmlpath):

if dirpath != srcmlpath:

count_javadoc_files = 0

# Loops through files in project

for filename in filenames:

count_javadoc = 0

root = ET.parse(os.path.join(dirpath, filename)).getroot()

# Only analyses project files that successfully compile

for inner in reversed(root.findall('.//unit')):

if inner.get("compile-success") == "true":

# Checks that the javadoc is not empty and that it is in the javadoc format

for inner_javadoc in inner.findall('.//comment'):

if not (inner_javadoc.text is None):

if inner_javadoc.get('format') == 'javadoc':

count_javadoc += 1

break

break

# Counts files containing javadoc comments

if count_javadoc != 0:

count_javadoc_files += 1

# Counts projects without javadoc files

if count_javadoc_files == 0:

set_projects.add(dirpath.split("-")[-1]) #assuming dirnames are "project-x"

# Extracts the date of the slice

year = int(srcmlpath[-7:-3])

month = int(srcmlpath[-2:])

date = str(datetime.date(year=year, month=month, day=11))

# Save data

csvhandler.CSVSaver(sys.argv[2], ["date", "proj w/o javadoc"], [date, str(len(set_projects))]).save_data()

Fig. 1. The full Python code for analysing one slice of the Blackbox Mini dataset.

2.2 Participant Characteristics
Blackbox deliberately does not collect any demographic data from its participants, in order to
preserve anonymity. Therefore, we do not have exact details of the users who appear in the Blackbox
Mini dataset. The best approximation of the demographics of BlueJ users originate from a 2021
survey offered to all BlueJ users, and filled in on a voluntary basis. There are a few potential caveats:

• The users who choose to opt in to Blackbox (roughly half) may not be the same demographic
of users who opted in to the survey (roughly 3%).

• The demographic data collected on BlueJ users (September 2021 to December 2021) may not
be representative of all slices during the 2021 year, or during previous years.
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Notwithstanding: the survery shows that BlueJ users in late 2021 were found to have a median
age of 16, with 68% male, 90% students, 70% in secondary education, and 64% were using BlueJ as
part of their first programming experience.

2.3 Sample Size
Each slice included 10,657 projects from an average of 7,115 users, with a total of 341,024 projects
from 227,686 users across the 32 slices. We excluded projects where none of the classes were
successfully compiled within the slice: this eliminated around 7.5% of projects (with a range of
5–10% in each slice), leaving a total of 315,665 projects. One project was further excluded from
one slice due to it causing issues with the parser used by the analysis code (where the code was
compiled 6,826 times, causing a very large file of snapshots), leaving 315,664 projects.

The percentages shown later in each analysis graph are the percentage of projects per slice, after
removing the projects with no successfully compiled classes.

2.4 Measures and Covariates
This study focuses on observing behaviours and as such we do not use statistical tests here. Instead
we use summary statistics and graph trends in order to provide an overview of user behaviour
within the data. There is also an issue with our relatively large sample sizes that statistical tests
may turn up minor statistically significant results that are of little practical significance – a known
issue with significance testing on large samples [22, 25]. As an arbitrary heuristic for practical
significance, we will comment on differences that change by at least 4% (e.g. if a particular type
goes from being used in 12% of projects to being used in 16% of projects) over the course of the
data when looking at the smoothed trend (see subsection 2.5).

The analyses we carried out on the data are listed in subsections 2.4.1–2.4.5.

2.4.1 Javadoc comments. We counted the number of projects in each slice that included any
Javadoc comments. Javadoc is a special format of multi-line Java comment, beginning with /**,
that indicates that the comment contains documentation for the following class or method.

2.4.2 Main methods. We counted the number of projects in each slice that had a main method. A
main method is the entry point for running Java programs from the command-line, but it is not
required in BlueJ, which allows executing any arbitrary method from the interface.
A main method was defined as a method named “main” with a void return type, that was

public and static, with a single argument whose type was String[].

2.4.3 Naming. We counted the number of classes, variables (including fields, local variables, and
parameters) and methods in each slice that were named in accordance (or not) with Java naming
conventions: classes should begin a capital letter, variables and methods should not.

For classes we checked if the lead character was uppercase. For variables and methods we check
that the lead character was lowercase, with the exception of static fields (often written as
DAYS_IN_A_WEEK) which were skipped for this analysis.

2.4.4 Data types. We counted the frequency of use of each type in variable declarations in each
slice. Variable declarations include local variables, fields, formal constructor/method parameters and
for-each loop iteration variables. Lambda parameters were only counted if the type was explicitly
specified (although lambda usage was very low in the data overall).
Types that were array types were counted as identical regardless of the number of dimensions.

So int[][][] was considered the same type as int[] (but different to simple int). Generic
types were counted only as their erased type, so ArrayList<String> was considered the
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same ArrayList type as ArrayList<Integer>, and neither counted as a use of String or
Integer.

2.4.5 Language constructs. We counted the frequency of use of each program syntax construct
(e.g. if statements, while loops) in each slice. This also included usage of different specifiers
such as public/private, and static. As with all our analyses, one use in a project meant
that project was counted once, regardless of how many further times it was used in that project.

2.5 Seasonal trend smoothing
After data extraction, we found that the data formost measures had a noticeable seasonal component,
with periodicity of 1 year (and thus 4 slices). For this reason we decided to use STL (Seasonal-Trend
decomposition using LOESS) [11]. This procedure calculates and removes a seasonal trend, then
smooths the remaining data to separate further into a smoothed trend plus a remainder term. To
aid understanding, an example of the full decomposition is shown in Figure 2. For all results we will
show the smoothed trend in a thick line, overlaid on the raw data in a thin line of the same colour.

2.6 Quality of Measurements
The analysis code was written by two of the authors, then independently checked by another
author, to try to ensure its correctness.

3 RESULTS
The results of this paper are primarily given in graph form. To aid readability of the main text, the
graphs have been grouped together on dedicated pages at the end of this paper. References to the
graphs, and short text summaries of them, are given in the following sections.

3.1 Statistics and Data Analysis
3.1.1 Javadoc comments. The results for the Javadoc comments are shown in Figure 3. On average,
50% of projects have Javadoc in any of their files. The percentage of projects with Javadoc does
vary over time, in the range 46–54%, with a slightly heightened level later in the date region.

3.1.2 Main methods. The results for the main method are shown in Figure 4. On average, 38% of
projects have a mainmethod in any of their files. There is a clear trend over time, with the amount
of projects containing a main method halving between 2013 and 2021 from 52% to 25%.

3.1.3 Naming. The results for the correct naming are shown in Figure 5. A downward trend in the
number of correctly named classes is apparent (i.e. named according to BlueJ’s recommended code
style), and a slight upward trend in the number of correctly named variables, with little change in
the number of correctly named methods.

3.1.4 Data types. There are a wide variety of data types in the source code, so we have divided up
the results in order to report them.

Figure 6 shows the percentage of projects that contain variables of the different primitive types,
and String. In Java, String is not technically a primitive type, but it is so similar in terms of its
usage frequency that we think it is best reported alongside the primitive types. There is a slight
downward trend in String, with a larger downward trend in double. The alternate precision
integer and floating point types (long, short, byte, and float) see very little usage.

Figure 7 shows the percentage of projects that contain variables of arrays of the different primitive
types, and String. Only two types have significant usage: String arrays and int arrays, which
both see a halving in usage.
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Fig. 2. An example of seasonal-trend decomposition. The raw data (top) is decomposed by first finding and
subtracting the seasonal component (third item) of periodicity 4. The remaining data is then decomposed
again, into a smoothed average (second item), and a remaining irregular component (fourth item). The raw
data could thus be reconstituted from the other three using the equation: Raw data = Underlying trend +
Seasonal + Irregular. Note that the sub-components shown here have differing Y axes to allow magnified
visibility of their variation.

Fig. 3. The percentage of projects that contain any Javadoc (in any file).
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Fig. 4. The percentage of projects that contain a main method (in any file).

Fig. 5. The percentage of projects that correctly name all their classes (top-left), variables (top-right) and
methods (bottom).
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Fig. 6. The percentage of projects that have a variable declaration of the given primitive/String type.

Fig. 7. The percentage of projects that have a variable declaration of the given array type.
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Fig. 8. The percentage of projects that have a variable declaration of the given type. Note that the Y axis
does not extend to 100%.

Fig. 9. The sum of the percentage of projects that have a variable declaration of the given type, across all
non-primitive non-String non-array types. This can be thought of as the average number of different such
types in a project, where 100% would indicate one such type.
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Fig. 10. The percentage of projects containing at least one instance of particular syntactic control constructs.

Figure 8 shows the percentage of projects that contain variables of other types: those that are not
primitive, not String and not arrays. The eight types shown are the most frequently occurring
individual types when added up across all time points in the data. Scanner is notably the most
frequently used type, and the only popular type to see an increase in usage over time. All the other
types see a noticeable decrease over time, with a relatively similar pattern.

In order to display this pattern across all types (not just the eight most frequent), Figure 9 shows
the previous graph with all types added up. The Y axis can be thought of as the average number of
types that will appear in the project, with 100% being one type. Thus this shows that 2013 projects
use an average of 3.65 types (excluding primitives, String and arrays), which decreases to 2.20
types in 2021.

3.1.5 Language constructs. Figure 10 shows the use of different control structures in projects. The
results indicate that no control structure features in more than half the projects. There is a slow
but noticeable decline in the number of if statements and while loops, and a smaller decline in
for-loops.
The for-loops are further broken down into their two types in Figure 11. Java has two types of

loop that use the keyword “for”. One is a “classic” semicolon loop as seen in C, C++ and many other
languages in the same family, with an initialiser, condition and post-step separated by semicolons,
e.g.
for (String line = file.read();line != null;line = file.read())

Since this style is very commonly used for iterating over an integer range, e.g.
for (int i = 0; i < arr.length; i++)

we recorded this use separately and report it as a sub-case. The other type of loop is a for-each
loop, e.g.
for (String element : stringCollection)
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Novice use of the Java programming language 0:13

Fig. 11. The percentage of projects containing different kinds of for loops: any for loop,
for loop with semicolons (C-style: for (..;..;..)), for loops with semicolons over
an integer range (for (int _ = _;_ < _;_++) and similar), and for-each loops
(for (type var: collection)). The for-each and semicolon variants will not add up to the
“any for loop” because some projects will have both and are thus counted in each of the former but only once
in the latter. Note that the Y axis does not extend to 100%.

Fig. 12. The percentage of projects containing at least one instance of particular exception-related syntactic
constructs. Note that the Y axis does not extend to 100%.
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Fig. 13. The percentage of projects that use the given modifiers for their classes (top), fields (middle) and
methods (bottom).
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As shown in Figure 11, the classic (tripartite semicolon) version is still the predominant for-loop,
but around 80% of these are being used to iterate over an integer range.

Figure 12 shows the use of different exception-related items in projects. The try and catch lines
being almost exactly superimposed suggests that catch always occurs when try does (in Java,
this is not required – try can also be used only with finally). The finally construct is barely
used. There is a decline in the amount of try-catch blocks and the use of the throw statement.

Figure 13 shows the usage of different modifiers for classes, fields and methods. For classes, there
is a decline in the use of public but no corresponding increase in other modifiers. For fields, there
is a decline in use of static, final and public variables. These may inter-relate as constants
are often declared in Java as public, static and final. For methods there is a large decline
in static methods, and a smaller decline in public methods.

4 DISCUSSION
4.1 Code style
BlueJ is not a tool that exists in complete isolation. There is a popular accompanying textbook [6],
first published nearly twenty years ago in 2003 and now in its sixth edition. Over the years there
have been an online mailing list and then community forum, as well as numerous conference
presentations by the BlueJ team. All of this dissemination has advocated for a consistent style of
programming with BlueJ, and we looked to investigate whether this is followed by BlueJ users.

4.1.1 Main method. The main method is the standard entry point into Java programs. Its signature
is generally well-known to Java programmers:

public static void main(String[] args)

When Java is taught without an IDE, this is often taught to novices at the very beginning by
telling them to memorise it, as they will need it for every program. However, since its first release,
BlueJ has allowed interactive invocation of any method via its GUI, so it has never been necessary
to have a main method in BlueJ. Instructors following the style encouraged in the BlueJ material
tend to introduce use of the main method relatively late in the introductory sequence.
Despite this, in 2013, the main method was still being used in 52% of projects. However, the

main method saw a large reduction in use over time, from 52% to 25% (Figure 4). This trend is
likely to be driven by instructors and/or pedagogic material, as novices will only write a main
method if someone instructs them to do so. This reduction would suggest that the instructors
and/or pedagogic material authors have become more aware that the main method is unnecessary
in BlueJ, even though this dataset only begins some 14 years after BlueJ’s original release.

Another possible explanation of this trend is a change in the makeup of types of instructor in the
user population. Two groups may be distinguished: a group of followers of the ‘objects-first’ style
of instruction favoured and suggested by the BlueJ-related teaching material, and other instructors
potentially using more traditional textbooks or online material, using BlueJ not primarily for its
object interaction ability, but simply as a simpler version of a standard IDE.
The first type is likely to use the main method much less, while the latter – following widely

used material – will use the main method early and often. It is possible that the second group of
instructors has reduced in number in the data, as other programming languages (most notably
Python) have become more popular as a Java competitor in introductory programming. Instructors
not attached to an objects-first teaching style may be more likely to switch systems, while teachers
favouring the emphasis on objects early may be more tempted to stay with BlueJ as an IDE. This
development, if true, would shift the balance away from the use of the main method over time.
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4.1.2 Commenting. Java provides a special comment format called Javadoc, which is designed
to precede declarations of classes, methods and fields. In BlueJ, new classes are generated from a
supplied template, which includes a Javadoc comment before the class and an example method with
a Javadoc comment. All the instructional materials for BlueJ show these comments being present
and explicitly recommend filling them in. Although it has remained fairly stable over time, only
51% of projects have any Javadoc in their latest version. So just over half the users are removing
the Javadoc supplied with the template, but not adding it back in. Anecdotally, some users delete
the entire template of the class after creating it, then type a new class from scratch – but omitting
the comments.

4.1.3 Naming. There is a widespread convention in Java that class names should begin with an
upper-case letter, while methods and (non-static) variables should begin with a lower-case letter.
This trend is carried over into the BlueJ textbook and accompanying materials.

We see a trend in the data away from correctly named classes, but towards correctly named
variables. However, if we view it in terms of upper/lower case, rather than correctness, we can
consider both these trends in the same direction: away from upper-case and towards lower-case
names, for both classes and fields.We speculate that this could be the influence of other programming
styles (for example, although Python recommends upper-case for classes and lower-case formethods,
it is often used without classes) or a general societal trend away from explicitly capitalising (e.g.
because capitalisation is often added automatically during text input on mobile phones).
This raises the question whether languages or tools should require these styles rather than

recommending them, or indeed whether tools should apply them as a form of auto-correction even
when not typed by a user. Capitalisation may be viewed as a form of visual style similar to text
colour, which is routinely applied by IDEs automatically without the need for user intervention.
There is little obvious benefit in making users responsible for ensuring style consistency, and this
data is evidence that they are not routinely taking on this responsibility.

4.2 Usage of the Java language
4.2.1 Types. The most commonly used number types were int and double, as shown in Figure 6.
The int type saw stable usage while the double type saw a decrease from 26% to 17%. All other
types saw relatively negligible use, especially by the end of the data slices, where all other numeric
types were used in less than 3% of projects. We suggest that for beginners, only one integer and
one floating point type is required, with all other types of differing precisions a relatively niche use
case.
The use of array types is almost completely restricted to String[] and int[], as shown

in Figure 7. Both see a halving in their use over the course of the dataset. Given the reduction
seen in the use of the main method (discussed earlier), which requires a String[] parameter, it
seemed sensible to compare the two patterns, to try to infer how much use of the String[] type
was driven by its use in the main method. Figure 14 shows these two patterns overlaid. The close
correspondence clearly shows that the main driver of String[] variables is the use of the main
method, and suggests that if not for this, there would only be 2-3% of projects with String arrays.
Since String arrays are by far the most popular array types, we can further infer that if no projects
used the main method, there would be very little usage of arrays by users, especially at the 2021
end point of the dataset.
Excluding primitive types, String and array types leaves all other types, which we will call

class types2. The most popular class type is Scanner, which is a Java class that supports text
parsing, especially from stdin (e.g. reading the next integer, reading the next word). As shown in
2In Java terminology this is not technically correct but it is a reasonable definition for our context.

ACM Trans. Comput. Educ., Vol. 0, No. 0, Article 0. Publication date: August 2022.



Novice use of the Java programming language 0:17

Fig. 14. The percentage of projects containing a main method with a String[] parameter, compared to the
number of projects that have any variables (including parameters) of String[] type.

Figure 8, this is the only popular type to see an increase in use, with all other types showing a
noticeable decline. To investigate if this pattern was replicated across most class types, Figure 9
shows the sum of all class types (not just the eight most popular). This reveals that the average
number of class types in each project does reduce with a similar trend across the course of the
dataset from 3.65 class types to 2.20 class types, suggesting that users are favouring a smaller
variety of class types on average.

Given that Scanner is the only popular class to buck the downward trend in the use of the
number of classes, this suggests a move towards the use of text-based projects, away from the use
of GUI projects (where major classes such as JFrame and Color saw a distinct reduction in use).
We investigated whether the Swing GUI framework saw a reduction at the expense of the newer
JavaFX GUI framework, but the small increase in JavaFX did not compensate for the much larger
decline of Swing.
Although the number of types per project is small, the variety across the full set of projects

is large. In each slice of 10,657 projects, a follow-up analysis showed that the median number of
different types imported is 757, across a median of 250 packages. This suggests that although any
individual project is using a small number of types, a wealth of types are used when we look across
different projects.

4.2.2 Language. The if-statement and while-loop constructs saw a noticeable decline over the
course of the data, as shown in Figure 10, suggesting a trend towards smaller and simpler projects.
However, no such decline is seen in for-loops. Separating out the two for-loop types in Java, the
for-each loop is quite rare, and the semicolon variant is more popular, although most of these uses
are iterating over a integer range.
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The try construct also showed a decline (Figure 12), as did the throw statement, but this is
primarily down to two outlier slices in the first year. The try construct is almost always used with
catch and rarely with finally.

There was a decline in the use of public on classes (Figure 13) without a corresponding increase
in use in other modifiers. In BlueJ, most projects contain a single package, and thus the behaviour
of omitting the modifier in Java (package-private by default) is practically equivalent to writing
public. So public was never really necessary in technical terms, and the data shows a trend of
omitting it more as time has gone on. We suggest that is not an intentional decision on the part of
the students but rather an accidental omission that is not counted as an error by the compiler. The
same applies to the lack of private on fields; it is not a compiler error to make the fields more
visible, so a student may omit an access keyword and simply not realise that it was more advisable
to specify private access.

There seems to be a decline in the number of constants, which are usually declared as public,
static, and final; all three modifiers have seen a sharp reduction in use with variables.

4.3 Trends over time
We have examined a variety of different aspects of users’ programs, over the course of eight years.
We would a priori expect many of the trends to be reasonably independent (e.g. capitalisation of
class names, compared to say, usage of the float type). This leaves us in a position to make some
inferences across multiple different patterns in the data.

All of the trends showed a noticeable seasonal “sawtooth” pattern which we adjusted for in the
analysis. This shows that even with a large number of users, there are still noticeable seasonal
variations during the year, so it matters which point int the year a global snapshot of programming
behaviour is captured. The seasonal patterns are caused by the way that the academic year in the
most frequently-occurring countries in the dataset (USA, Germany, UK) starts in September, with a
break in July and August, which means that June users (at the end of the academic year) tend to be
programming more advanced projects than September users (at the start of the academic year).
Once the seasonal trend was accounted for, many of the patterns did not swing back and forth

over time. Many of the graphs show a relatively stable trend line wherein aspects of language
use are changing gradually from a start value to an end value; not caused by a sudden change in
a particular year, or trending one way for a few years and then back again. It would seem there
are no fashions or fads across a large slice of novice users of mature languages, only gradual
near-monotonic changes. It is surprising that even with Java and BlueJ being over ten years old
at the start of the dataset, there are still such changes, suggesting that long-term usage does not
quickly stabilise as we may have expected.
We also note that there are no noticeable effects in the data from the COVID-19 pandemic,

which would have been visible from the March 2020 slice onwards. This pandemic caused a slight
reduction in BlueJ user numbers, but it seems to have not caused any biases to appear in the data.

During the course of the eight years in the data, the Java language itself evolved. Lambdas were
added in Java 8 in March 2014, and further constructs such as the var keyword were added in
Java 10 in March 2018. We did not see much use of any of these constructs in novice programs
(less than 1% of projects used lambdas), suggesting that the additions to the language are squarely
aimed at professional programmers rather than novices. Language changes add a significant cost
to the maintenance of programming environments for novices, because the tools generally aim to
support such constructs to have full language coverage, even if the features themselves are hardly
ever used by novices.
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4.4 Support of Original Hypotheses
We return here to our original research questions:

• RQ1: how much use is made of various parts of the Java language by programming
novices? In terms of language control constructs, we found relatively low usage of different
constructs: only if-statements, for-loops and while-loops saw usage in over 10% of projects
(individually, for each construct). In terms of access modifiers, only public and private were used,
and were very aligned to their use case: around 90% of classes and methods were public while
47% of variables were private (with most of the rest of variables unspecified, taking on the default
package-private behaviour).
In terms of types, the main usage was the “quadrumvirate” of an integer type (int), a floating-
point type (double), a text type (String) and a boolean type (boolean). Array types were
only found to be needed by the main method and otherwise saw very little use3. The range of
other types had a very long tail, but on average the variety of types in each individual project
decreased over time.

• RQ2: how effective is passively promoting a particular code style in a tool? We found
that BlueJ’s suggested coding styles were not always strongly adhered to. Users did move away
from using the main method, and they also named their variables and methods according to the
lower-case convention. There was a move away from naming classes correctly, however, and
only around half of projects used Javadoc comments to comment their programs.

• RQ3: do these issues of coding style and language usage change over time? Many of
the analysis results gradually changed over time, suggesting that long-term use of a mature
programming language continues to evolve – but all the changes were monotonic and often
near-linear in nature over the course of the eight-year dataset, suggesting there are no fads that
die out; most changes are consistent over the long-term and do not reverse.
The meta-trend is towards simpler projects, with fewer types, and fewer control constructs. (As a
follow-up analysis, Figure 15 shows the size of projects, which has reduced over time.) This may
seem like a “dumbing down” but it could also reflect the changing context of novices using BlueJ
for initial programming. There are two possible developments that could provide an explanation
for this observation: a change in age of the programmers, or a change in other demographic
characteristics.
BlueJ started life as a system aimed at introductory university courses, but is now primarily used
in secondary education. The average user has become younger as part of the general movement
to teach computing in schools. This change often accompanies a movement away from computer
science as an optional subject primarily taken by those with a keen interest, towards being a
mandatory school subject that is taken by all students. For this cohort, a simpler introduction to
the concepts may be more suitable, and this may have caused the pattern we see in the data.
A second possible trend may be towards more casual programming, independent of age. It may
be that a growing group of casual programmers has entered the landscape of learning to program,
who have motivations other than becoming professional software engineers. For those types
of users, code quality considerations – such as commenting and naming style – may be of less
interest, and getting a task done as simply as possible may take precedence over exploring the
entire vocabluary of the language.

3In Java, arrays are considered a low-level collection, and the use of generic types like List is generally favoured.
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Fig. 15. The average size of each project, measured in lines of code. For each project in a slice, we calculate
the total lines of code in the project (counting newlines in the source), then we take the median of all projects
in a slice to get a single number of that slice.

4.5 Recommendations for language designers
Our dataset shows how the Java language is actually used in practice by students (primarily in
secondary education, but also tertiary education). In practice, their use of the language will be
heavily influenced by their instructor (and/or the curriculum). This usage pattern can be informative
for those looking to design languages specifically for novices. Java itself is a professional language
so it is almost inevitable that novices will use a smaller subset, but which subset is of interest. In
this section we make recommendations for designers of programming languages for novices.
In terms of types, users primarily used four types: int, double, boolean and String.

Alternative precision types saw very little use. We suggest that for novices, the main core types
that are needed are one integer type, one floating-point type, boolean and a text type. Additional
built-in primitive types complicate the language without adding much value for the user group
in this analysis. However, library and user-defined types are important: we saw a long tail of
different library types being used in each project, even though the average number of such types
was only 2 per project in the most recent part of the dataset. It seems that if there are a rich set of
libraries available, novices will make use of them. For language designers, this means that additional
attention on the libraries may be a better time investment than more extensive systems of built-in
primitive types.
In terms of language constructs, there was relatively modest usage. If statements, while loops

and for loops each saw usage in over 10% of projects. But switch statements saw much less usage
and are probably not worth including when if statements can fill the same need. Do-while (post-
condition) loops saw very little use and could also be omitted. For-each loops were rare, but if
looping over an integer range was easily done with a for-each loop as in many other languages
(e.g. for (int i : 0..9)) then the semicolon variant could be omitted with little loss.
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Try-catch statements were used, although this may be because of Java’s use of checked exceptions
(which must be caught or declared as thrown) in library classes, rather than a preference for using
the construct itself; the throw statement saw little use itself. Many catch statements seem to catch
the generic Exception rather than specific sub-types. Complex try statements, using the finally
clause, are very rarely used. We believe novices will not use exceptions unless forced to do so by
the language/libraries.

In terms of access modifiers for object-orientation, few users chose a different access modifier to
the suggested default. Methods and classes could default to public, and variables default to private,
without restricting the common patterns of use.

Our data shows that use of arrays in Java by novices is almost entirely driven by the use of the
Java main method. Similarly, it seems that try-catch use is driven by libraries throwing exceptions
rather than programmers throwing exceptions themselves. More broadly, we advise that language
designers carefully consider what the core language and libraries require of the novice programmer,
to avoid similar issues of adding complexity to novices’ programs that is not necessary.

4.6 Recommendations for tool designers
For novice programmers, the tool they use to program is increasingly of interest. Often, like BlueJ,
it is a tool for an existing professional language. Sometimes it is designed hand-in-hand with the
language, such as Quorum Studio. In other cases it is indistinguishable from the language, such as
with Scratch and Snap!.

Our data suggests that trying to impose coding conventions through a combination of default
behaviour (e.g. BlueJ generates comments by default) and conventions (e.g. avoiding the main
method, naming classes correctly) has limited effectiveness as a way to enforce user behaviour.
There are two opposing design viewpoints on this: one is to say that users are making use of the
flexibility of the tool, and if they want to avoid comments or name classes in lower-case then
so be it. The other viewpoint is to say that if you want to promote such behaviour, you should
enforce it, and design the tool to enforce the conventions. Our data suggests that putting in the
conventions by default does not lead to a strong take-up by users. This design consideration may
differ in educational systems for novices (where we want to teach good behaviour) compared to
systems for professionals (where we might trust that they have an informed reason for disobeying
convention). Overall, prolonged debate among programmers over style guides seem hardly worth
the effort when a well-designed tool could easily apply them automatically (and offer individual
preference setting affecting presentation where individuals care sufficiently). Style conventions
primarily exist in order to increase consistency to improve readability, a goal that today seems
more easily achievable through automation than by expecting consistent user behaviour.
We note that BlueJ users targeted a variety of domains, as seen in the different library types in

use. We observed text-processing programs, GUI programs, web programs and many more different
kinds of domains. It seems that users will make use of varied application domains when they are
available within the same tool. This is in juxtaposition to the wide success of single-domain tools
such as Scratch/Snap! (games/animations), App Inventor (mobile phone applications) and others.

Professional programming languages almost inexorably grow over time, adding new features to
cater to new or changing demands. Java 5 added generic classes, Java 8 added lambdas, Java 10
added local variable type inference; Java 12 added switch expressions; Java 15 added records, and
there is no sign of slowing down. Similar trajectories can be seen in C++, C♯, Python, Javascript and
others. For those developing tools to aid use of professional languages in education, these feature
additions provoke a difficult decision. Many feel drawn to support the latest language features,
at the expense of initial developer time, and future development time for maintenance. Our data
shows that these new features, being generally demanded by professionals, are rarely used by
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novice programmers. It is important to realise that there is an opportunity cost in keeping up to
date: the developer time could be spend on improving the user interface or the error messages
or many other ways to aid novices. We suggest that supporting new language features is often
not worthwhile in education-focused tools. Good support for a limited subset of language features
will be more useful for novices than mediocre support for the full language. This observation also
strengthens the case for the use of dedicated pedagogical languages for programming education,
the design of which could be optimised for learning characteristics instead of being driven by needs
and wishes of the professional programmer community.

5 LIMITATIONS
The BlackboxMini dataset contains data from Java programmers who use BlueJ as their development
environment and choose to opt in. This creates three stages of potential bias and generalizability
issues in the dataset.

First, the users are all using the Java programming language. In this study, we have deliberately
focused on Java-specific items (such as Javadoc, naming conventions, and the main method). Many
of these findings may transfer in spirit to other similar object-oriented languages, such as C++ and
C♯. Even without such transfer, Java is also an interesting target in its own right; studies suggest
that it remains one of the most popular teaching languages in multiple countries [31].
Second, the study subjects all use BlueJ. The choice of tool in an educational setting is usually

determined by the educator, not the student. So our selection bias here comes from the instructors,
not from the students themselves.

Finally, the users are only those BlueJ users who opt in to the Blackbox data collection. Around
half of users do, but we do not know if this is a biased subset.
The lack of detailed contextual data of participants in the data collection, such as their demo-

graphic makeup, their intentions and motivations, limits the ability to generalise the findings to Java
programmers in general, and imposes limits to the interpretation of the causes for the observations
and trends described.
There is a potential confound with the initial 2013 data slice. This slice was collected at the

launch of Blackbox. There is no way to distinguish between first-time and pre-existing BlueJ users,
because they are all new to Blackbox. Therefore it is possible that users in the 2013 slice had more
experience than the [new] users in the later slices, although none are guaranteed to be novices.
(Much as students who come to a college introductory programming class are not guaranteed to be
novices, there is no guarantee that someone loading BlueJ for the first time is or is not a novice.)
This also means that their projects may have been worked on before upgrading, although the data
shows that the 2013 cohort have similar sized projects to the following few years, suggesting that
this may not be an issue.

6 CONCLUSIONS
The Blackbox Mini dataset gives a unique longitudinal view of general use of a text-based program-
ming language (Java) among novice users. This allows us to examine the evolution of language use
over time in a global population – not looking at individual users’ learning trajectories, but rather
the pattern over time across many different novice programmers.

Many of the patterns in the data show a gradual monotonic trend over time. This suggests that
programming language use continues to evolve even after decades of usage, but in Java’s case it is a
trend towards a destination point, rather than annual swings driven by particular fads or fashions.
The change may be driven by changed usage patterns of an existing user group or, as may well be
the case here, a change in the demographics of the users. Ultimately, the reason does not matter;

ACM Trans. Comput. Educ., Vol. 0, No. 0, Article 0. Publication date: August 2022.



Novice use of the Java programming language 0:23

what matters more is that there are changes in requirements and expectations over time, and that
tool developers would benefit from being aware of this.
The trends that are present in our case seem to suggest a move towards smaller and simpler

projects, with a reduction in the variety of non-primitive types that are used, and a reduction in
use of syntactic constructs, including if-statements and while-loops. This may be a reflection of the
changing landscape of computing education, with more being done in schools at a younger age,
more often in mandatory courses (than previously), causing instructors to aim at a simpler start for
beginners.

The data supports a convincing argument that a reduction in use of the Java main method caused
a direct reduction in the usage of static methods and string arrays. This suggests that the main
method caused students to use features that they would otherwise not have had to deal with – the
more general lesson here is that the minimal program in a language has a significant consequence
on the concepts that students must deal with. There are analogues in other languages: several other
programming languages also have a main method, although not always with parameters, Haskell
requires use of monads in its main method, C♯ (and Java) require classes in every program, and so
on.

Based on the subset of Java that novices use, we posit that novice-language designers can target
a significantly simplified set of behaviours, with a few core types and a simple set of control
constructs. However, users do seem to make use of a rich set of library classes and application
domains, suggesting that rich libraries may be more important than a rich language. With the trend
for professional programming languages to grow ever-larger in their feature sets, we suggest that
educational tools for such languages are best served to target a subset of the language rather than
spending large amounts of development time supporting all new features which it seems novices
are unlikely to use. An alternative would be the use of a dedicated educational language that is not
subject to the same market pressures.
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